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# Librerías

# Visualizar base de datos y preprocesado

getwd()

[1] "C:/Users/Federico/Desktop/MASTER/TFM/datos"

setwd("C:/Users/Federico/Desktop/MASTER/TFM/datos/")

Lectura de la base de datos

BD <- read.csv("Indian Liver Patient Dataset (ILPD).csv", header = FALSE)  
colnames(BD) <- c("Edad", "Género", "TBil", "DBil", "Alkphos", "Sgpt", "Sgot", "TP", "Albúmina", "Ratio", "Condicion")  
  
summary(BD)

Edad Género TBil DBil   
 Min. : 4.00 Length:583 Min. : 0.400 Min. : 0.100   
 1st Qu.:33.00 Class :character 1st Qu.: 0.800 1st Qu.: 0.200   
 Median :45.00 Mode :character Median : 1.000 Median : 0.300   
 Mean :44.75 Mean : 3.299 Mean : 1.486   
 3rd Qu.:58.00 3rd Qu.: 2.600 3rd Qu.: 1.300   
 Max. :90.00 Max. :75.000 Max. :19.700   
   
 Alkphos Sgpt Sgot TP   
 Min. : 63.0 Min. : 10.00 Min. : 10.0 Min. :2.700   
 1st Qu.: 175.5 1st Qu.: 23.00 1st Qu.: 25.0 1st Qu.:5.800   
 Median : 208.0 Median : 35.00 Median : 42.0 Median :6.600   
 Mean : 290.6 Mean : 80.71 Mean : 109.9 Mean :6.483   
 3rd Qu.: 298.0 3rd Qu.: 60.50 3rd Qu.: 87.0 3rd Qu.:7.200   
 Max. :2110.0 Max. :2000.00 Max. :4929.0 Max. :9.600   
   
 Albúmina Ratio Condicion   
 Min. :0.900 Min. :0.3000 Min. :1.000   
 1st Qu.:2.600 1st Qu.:0.7000 1st Qu.:1.000   
 Median :3.100 Median :0.9300 Median :1.000   
 Mean :3.142 Mean :0.9471 Mean :1.286   
 3rd Qu.:3.800 3rd Qu.:1.1000 3rd Qu.:2.000   
 Max. :5.500 Max. :2.8000 Max. :2.000   
 NA's :4

## Descripción del conjunto de datos

str(BD)

'data.frame': 583 obs. of 11 variables:  
 $ Edad : int 65 62 62 58 72 46 26 29 17 55 ...  
 $ Género : chr "Female" "Male" "Male" "Male" ...  
 $ TBil : num 0.7 10.9 7.3 1 3.9 1.8 0.9 0.9 0.9 0.7 ...  
 $ DBil : num 0.1 5.5 4.1 0.4 2 0.7 0.2 0.3 0.3 0.2 ...  
 $ Alkphos : int 187 699 490 182 195 208 154 202 202 290 ...  
 $ Sgpt : int 16 64 60 14 27 19 16 14 22 53 ...  
 $ Sgot : int 18 100 68 20 59 14 12 11 19 58 ...  
 $ TP : num 6.8 7.5 7 6.8 7.3 7.6 7 6.7 7.4 6.8 ...  
 $ Albúmina : num 3.3 3.2 3.3 3.4 2.4 4.4 3.5 3.6 4.1 3.4 ...  
 $ Ratio : num 0.9 0.74 0.89 1 0.4 1.3 1 1.1 1.2 1 ...  
 $ Condicion: int 1 1 1 1 1 1 1 1 2 1 ...

summary(BD)

Edad Género TBil DBil   
 Min. : 4.00 Length:583 Min. : 0.400 Min. : 0.100   
 1st Qu.:33.00 Class :character 1st Qu.: 0.800 1st Qu.: 0.200   
 Median :45.00 Mode :character Median : 1.000 Median : 0.300   
 Mean :44.75 Mean : 3.299 Mean : 1.486   
 3rd Qu.:58.00 3rd Qu.: 2.600 3rd Qu.: 1.300   
 Max. :90.00 Max. :75.000 Max. :19.700   
   
 Alkphos Sgpt Sgot TP   
 Min. : 63.0 Min. : 10.00 Min. : 10.0 Min. :2.700   
 1st Qu.: 175.5 1st Qu.: 23.00 1st Qu.: 25.0 1st Qu.:5.800   
 Median : 208.0 Median : 35.00 Median : 42.0 Median :6.600   
 Mean : 290.6 Mean : 80.71 Mean : 109.9 Mean :6.483   
 3rd Qu.: 298.0 3rd Qu.: 60.50 3rd Qu.: 87.0 3rd Qu.:7.200   
 Max. :2110.0 Max. :2000.00 Max. :4929.0 Max. :9.600   
   
 Albúmina Ratio Condicion   
 Min. :0.900 Min. :0.3000 Min. :1.000   
 1st Qu.:2.600 1st Qu.:0.7000 1st Qu.:1.000   
 Median :3.100 Median :0.9300 Median :1.000   
 Mean :3.142 Mean :0.9471 Mean :1.286   
 3rd Qu.:3.800 3rd Qu.:1.1000 3rd Qu.:2.000   
 Max. :5.500 Max. :2.8000 Max. :2.000   
 NA's :4

### Reconversión de variables

BD$Condicion <- as.factor(BD$Condicion)  
BD$Género <- as.factor(BD$Género)  
  
summary(BD)

Edad Género TBil DBil   
 Min. : 4.00 Female:142 Min. : 0.400 Min. : 0.100   
 1st Qu.:33.00 Male :441 1st Qu.: 0.800 1st Qu.: 0.200   
 Median :45.00 Median : 1.000 Median : 0.300   
 Mean :44.75 Mean : 3.299 Mean : 1.486   
 3rd Qu.:58.00 3rd Qu.: 2.600 3rd Qu.: 1.300   
 Max. :90.00 Max. :75.000 Max. :19.700   
   
 Alkphos Sgpt Sgot TP   
 Min. : 63.0 Min. : 10.00 Min. : 10.0 Min. :2.700   
 1st Qu.: 175.5 1st Qu.: 23.00 1st Qu.: 25.0 1st Qu.:5.800   
 Median : 208.0 Median : 35.00 Median : 42.0 Median :6.600   
 Mean : 290.6 Mean : 80.71 Mean : 109.9 Mean :6.483   
 3rd Qu.: 298.0 3rd Qu.: 60.50 3rd Qu.: 87.0 3rd Qu.:7.200   
 Max. :2110.0 Max. :2000.00 Max. :4929.0 Max. :9.600   
   
 Albúmina Ratio Condicion  
 Min. :0.900 Min. :0.3000 1:416   
 1st Qu.:2.600 1st Qu.:0.7000 2:167   
 Median :3.100 Median :0.9300   
 Mean :3.142 Mean :0.9471   
 3rd Qu.:3.800 3rd Qu.:1.1000   
 Max. :5.500 Max. :2.8000   
 NA's :4

#El ratio tiene 4 valores vacíos, por tanto estas observaciones deberían eliminarse.  
#Lo mismo ocurre con los valores repetidos  
  
BD.0 <- na.omit(BD)  
BD.0 <- BD.0[!duplicated(BD.0), ]

La base de datos posee:

* 566 pacientes (observaciones)
* 404 con hígado enfermo y 162 con hígado sano
* 11 variables
* Las Variables:

Variables numéricas: *Edad*: Edad en años *TBil*: Bilirrubina total (mg/dL) *DBil*: Bilirrubina directa (mg/dL) *Alkphos*: Fosfatasa alcalina (U/L) *Sgpt*: Aminotransferasa alanina *Sgot*: Aminotransferasa aspartato *TP*: proteínas totales *Albúmina*. *Ratio*: Ratio albúmina y Ratio globulina

Variables factoriales: *Género*: Female - Mujer, Male - Hombre, variable factorial. *Condicion*: 1 - pacientes con problemas hepáticos, 2 - pacientes sin problemas hepáticos, variable factorial.

* Variable respuesta: Condicion
* Variables predictoras: Edad, género, TBil, DBil, Alkphos, Sgpt, Sgot, TP, Albúmina y Ratio.

## Análisis exploratorio

table(BD.0$Condicion)

1 2   
404 162

* *Los datos no están balanceados respecto a la condición del paciente*

Rangos de variables:

summary(BD.0)

Edad Género TBil DBil   
 Min. : 4.00 Female:138 Min. : 0.400 Min. : 0.100   
 1st Qu.:33.00 Male :428 1st Qu.: 0.800 1st Qu.: 0.200   
 Median :45.00 Median : 1.000 Median : 0.300   
 Mean :44.89 Mean : 3.339 Mean : 1.506   
 3rd Qu.:58.00 3rd Qu.: 2.600 3rd Qu.: 1.300   
 Max. :90.00 Max. :75.000 Max. :19.700   
 Alkphos Sgpt Sgot TP   
 Min. : 63.0 Min. : 10.00 Min. : 10.0 Min. :2.700   
 1st Qu.: 176.0 1st Qu.: 23.00 1st Qu.: 25.0 1st Qu.:5.800   
 Median : 208.0 Median : 35.00 Median : 41.0 Median :6.600   
 Mean : 292.6 Mean : 80.14 Mean : 109.9 Mean :6.495   
 3rd Qu.: 298.0 3rd Qu.: 60.75 3rd Qu.: 87.0 3rd Qu.:7.200   
 Max. :2110.0 Max. :2000.00 Max. :4929.0 Max. :9.600   
 Albúmina Ratio Condicion  
 Min. :0.900 Min. :0.300 1:404   
 1st Qu.:2.600 1st Qu.:0.700 2:162   
 Median :3.100 Median :0.950   
 Mean :3.146 Mean :0.948   
 3rd Qu.:3.800 3rd Qu.:1.100   
 Max. :5.500 Max. :2.800

boxplot(BD.0[-c(2,11)], las=2, col="lightsalmon2", main="Variables numéricas")

![](data:image/png;base64,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)

* El rango de las variables numéricas difiere enormemente en función del parámetro observado. También se observa que es debido a valores atípicos (outliers), por tanto, se puede aplicar normalización sobre los datos.

### Visualizar variables normalizadas.

#normalización minmax  
  
min\_max\_norm <- function (x) {  
 (x - min(x)) / (max(x) - min(x))  
}  
  
#normalización puntuación Z  
escalaZ <- function (x){  
 media <- mean(x)  
 desvst <- sd(x)  
 valor\_esc <- (x-media)/desvst  
 return(valor\_esc)  
}  
  
#Base de datos Min-Max  
BD.MM <- data.frame(lapply(BD.0[,-c(2,11)], min\_max\_norm))  
BD.MM <- cbind(BD.MM, BD.0$Género, BD.0$Condicion)  
  
#Base de datos puntuación Z  
BD.z <- data.frame(lapply(BD.0[,-c(2,11)], escalaZ))  
BD.z <- cbind(BD.z, BD.0$Género, BD.0$Condicion)  
  
  
boxplot(BD.MM[,-c(10,11)], las=2, col="lightsalmon2", main="Variables numéricas Min-max")
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boxplot(BD.z[,-c(10,11)], las=2, col="lightsalmon2", main="Variables numéricas puntuación Z")
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### Visualización de la variable respuesta

#Se ven los datos no balanceados y solapados  
  
par(mfrow=c(1,3))  
plot(BD.0$Edad, BD.0$TBil, col=BD.0$Condicion,   
 xlab= "Edad pacientes", ylab= "Bilirrubina total")  
legend('topright', legend = levels(BD.0$Condicion), col = 1:2, cex = 0.8, pch = 1)  
  
plot(BD.0$DBil, BD.0$TBil, col=BD.0$Condicion,   
 xlab= "Bilirrubina directa", ylab= "Bilirrubina total",  
 pch = 2)  
legend('topright', legend = levels(BD.0$Condicion), col = 1:2, cex = 0.8, pch = 2)  
  
plot(BD.0$Alkphos, BD.0$Sgpt, col=BD.0$Condicion,   
 xlab= "Fosfatasa alcalina", ylab= "Aminoácido alanina",  
 pch = 5)  
legend('topright', legend = levels(BD.0$Condicion), col = 1:2, cex = 0.8, pch = 5)
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par(mfrow=c(1,1))

Los gráficos muestran la comparación entre diversas variables numéricas del modelo y el color de sus valores denota la clase a la que pertenece cada observación.

Claramente hay un desbalanceo entre las 2 clases y un solapamiento entre las observaciones que dificultarán la clasificación, por tanto habrá que tratar de arreglar la base de datos para que los algoritmos den una predicción mejor.

#### Submuestreo aleatorio

Mediante el uso de la función downSample se puede aplicar un submuestreo que iguala el número de observaciones de la clase mayoritaria al de la minoritaria eliminando observaciones de manera aleatoria. Se ha aplicado una semilla concreta para evitar favorecer la reproducibilidad.

set.seed(123)  
BD\_DS <- downSample(BD.0[,-c(11)], BD.0$Condicion, yname = "Condicion")  
str(BD\_DS)

'data.frame': 324 obs. of 11 variables:  
 $ Edad : int 50 38 45 48 60 42 13 26 52 50 ...  
 $ Género : Factor w/ 2 levels "Female","Male": 2 2 2 1 2 1 1 1 2 1 ...  
 $ TBil : num 0.9 1.8 2.2 0.8 8.9 0.8 0.7 0.7 0.8 27.7 ...  
 $ DBil : num 0.3 0.8 0.8 0.2 4 0.2 0.2 0.2 0.2 10.8 ...  
 $ Alkphos : int 901 342 209 142 950 168 350 144 245 380 ...  
 $ Sgpt : int 23 168 25 26 33 25 17 36 48 39 ...  
 $ Sgot : int 17 441 20 25 32 18 24 33 49 348 ...  
 $ TP : num 6.2 7.6 8 6 6.8 6.2 7.4 8.2 6.4 7.1 ...  
 $ Albúmina : num 3.5 4.4 4 2.6 3.1 3.1 4 4.3 3.2 2.3 ...  
 $ Ratio : num 1.2 1.3 1 0.7 0.8 1 1.1 1.1 1 0.4 ...  
 $ Condicion: Factor w/ 2 levels "1","2": 1 1 1 1 1 1 1 1 1 1 ...

table(BD\_DS$Condicion)

1 2   
162 162

Se puede ver que ahora hay el mismo número de observaciones de la clase 1 y de la 2.

* *Representación gráfica de esta nueva base de datos*

par(mfrow=c(1,3))  
plot(BD\_DS$Edad, BD\_DS$TBil, col=BD\_DS$Condicion,   
 xlab= "Edad pacientes", ylab= "Bilirrubina total")  
legend('topright', legend = levels(BD\_DS$Condicion), col = 1:2, cex = 0.8, pch = 1)  
  
plot(BD\_DS$DBil, BD\_DS$TBil, col=BD\_DS$Condicion,   
 xlab= "Bilirrubina directa", ylab= "Bilirrubina total",  
 pch = 2)  
legend('topright', legend = levels(BD\_DS$Condicion), col = 1:2, cex = 0.8, pch = 2)  
  
plot(BD\_DS$Alkphos, BD\_DS$Sgpt, col=BD\_DS$Condicion,   
 xlab= "Fosfatasa alcalina", ylab= "Aminoácido alanina",  
 pch = 5)  
legend('topright', legend = levels(BD\_DS$Condicion), col = 1:2, cex = 0.8, pch = 5)
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par(mfrow=c(1,1))

Como se puede ver, ahora hay un menor número de observaciones de la clase 1.

#### Submuestreo con Edited Nearest Neighbor (ENN)

Este método, a diferencia del anterior, no iguala las observaciones, sino que utiliza el algoritmo de K vecinos cercanos (KNN) para eliminar valores de la clase mayoritaria que se encuentren muy cerca de la clase minoritaria. El paquete empleado es el de UBL y la función ENNClassif.

set.seed(123)  
ENN\_DAT <- ENNClassif(Condicion ~. , dat= BD.0, k= 5, dist= "HEOM", p= 2, Cl= 1)  
  
BD\_ENN <- ENN\_DAT[[1]]  
  
str(BD\_ENN)

'data.frame': 480 obs. of 11 variables:  
 $ Edad : int 62 62 58 72 46 26 29 17 55 57 ...  
 $ Género : Factor w/ 2 levels "Female","Male": 2 2 2 2 2 1 1 2 2 2 ...  
 $ TBil : num 10.9 7.3 1 3.9 1.8 0.9 0.9 0.9 0.7 0.6 ...  
 $ DBil : num 5.5 4.1 0.4 2 0.7 0.2 0.3 0.3 0.2 0.1 ...  
 $ Alkphos : int 699 490 182 195 208 154 202 202 290 210 ...  
 $ Sgpt : int 64 60 14 27 19 16 14 22 53 51 ...  
 $ Sgot : int 100 68 20 59 14 12 11 19 58 59 ...  
 $ TP : num 7.5 7 6.8 7.3 7.6 7 6.7 7.4 6.8 5.9 ...  
 $ Albúmina : num 3.2 3.3 3.4 2.4 4.4 3.5 3.6 4.1 3.4 2.7 ...  
 $ Ratio : num 0.74 0.89 1 0.4 1.3 1 1.1 1.2 1 0.8 ...  
 $ Condicion: Factor w/ 2 levels "1","2": 1 1 1 1 1 1 1 2 1 1 ...  
 - attr(\*, "na.action")= 'omit' Named int [1:4] 210 242 254 313  
 ..- attr(\*, "names")= chr [1:4] "210" "242" "254" "313"

table(BD\_ENN$Condicion)

1 2   
318 162

En este caso concreto se aplica para los 5 vecinos más cercanos utilizando una distancia que permite trabajar con variables tanto numéricas como factoriales.

Las clases no quedan balanceadas, sin embargo como se puede vislumbrar en los gráficos hay un clareamiento en los datos.

par(mfrow=c(1,3))  
plot(BD\_ENN$Edad, BD\_ENN$TBil, col=BD\_ENN$Condicion,   
 xlab= "Edad pacientes", ylab= "Bilirrubina total")  
legend('topright', legend = levels(BD\_ENN$Condicion), col = 1:2, cex = 0.8, pch = 1)  
  
plot(BD\_ENN$DBil, BD\_ENN$TBil, col=BD\_ENN$Condicion,   
 xlab= "Bilirrubina directa", ylab= "Bilirrubina total",  
 pch = 2)  
legend('topright', legend = levels(BD\_ENN$Condicion), col = 1:2, cex = 0.8, pch = 2)  
  
plot(BD\_ENN$Alkphos, BD\_ENN$Sgpt, col=BD\_ENN$Condicion,   
 xlab= "Fosfatasa alcalina", ylab= "Aminoácido alanina",  
 pch = 5)  
legend('topright', legend = levels(BD\_ENN$Condicion), col = 1:2, cex = 0.8, pch = 5)
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par(mfrow=c(1,1))

#### ENN y submuestreo aleatorio

Se aplica la primera técnica a la ya pulida en la 2da para ver si aumenta su poder predictor.

set.seed(123)  
BD\_ENN\_DS <- downSample(BD\_ENN[,-c(11)], BD\_ENN$Condicion, yname = "Condicion")  
  
str(BD\_ENN\_DS)

'data.frame': 324 obs. of 11 variables:  
 $ Edad : int 75 51 48 52 40 51 73 25 40 40 ...  
 $ Género : Factor w/ 2 levels "Female","Male": 2 2 2 2 2 2 2 2 2 2 ...  
 $ TBil : num 6.7 2.2 0.7 2.7 3.6 4 1.9 0.8 0.6 14.5 ...  
 $ DBil : num 3.6 1 0.2 1.4 1.8 2.5 0.7 0.1 0.1 6.4 ...  
 $ Alkphos : int 458 610 326 251 285 275 1750 130 98 358 ...  
 $ Sgpt : int 198 17 29 20 50 382 102 23 35 50 ...  
 $ Sgot : int 143 28 17 40 60 330 141 42 31 75 ...  
 $ TP : num 6.2 7.3 8.7 6 7 7.5 5.5 8 6 5.7 ...  
 $ Albúmina : num 3.2 2.6 5.5 1.7 2.9 4 2 4 3.2 2.1 ...  
 $ Ratio : num 1 0.55 1.7 0.39 0.7 1.1 0.5 1 1.1 0.5 ...  
 $ Condicion: Factor w/ 2 levels "1","2": 1 1 1 1 1 1 1 1 1 1 ...

table(BD\_ENN\_DS$Condicion)

1 2   
162 162

Vuelve a igualarse el número de observaciones

par(mfrow=c(1,3))  
plot(BD\_ENN\_DS$Edad, BD\_ENN\_DS$TBil, col=BD\_ENN\_DS$Condicion,   
 xlab= "Edad pacientes", ylab= "Bilirrubina total")  
legend('topright', legend = levels(BD\_ENN\_DS$Condicion), col = 1:2, cex = 0.8, pch = 1)  
  
plot(BD\_ENN\_DS$DBil, BD\_ENN\_DS$TBil, col=BD\_ENN\_DS$Condicion,   
 xlab= "Bilirrubina directa", ylab= "Bilirrubina total",  
 pch = 2)  
legend('topright', legend = levels(BD\_ENN\_DS$Condicion), col = 1:2, cex = 0.8, pch = 2)  
  
plot(BD\_ENN\_DS$Alkphos, BD\_ENN\_DS$Sgpt, col=BD\_ENN\_DS$Condicion,   
 xlab= "Fosfatasa alcalina", ylab= "Aminoácido alanina",  
 pch = 5)  
legend('topright', legend = levels(BD\_ENN\_DS$Condicion), col = 1:2, cex = 0.8, pch = 5)
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par(mfrow=c(1,1))

Visualmente también se vuelven a ver las observaciones con mayor claridad.

# Algoritmos

## Separación de base de datos - Entrenamiento y prueba

Se crea un grupo de entrenamiento y otro de evaluación para cada una de las bases de datos.

set.seed(123)  
random\_ids <- order(runif(nrow(BD\_DS)))  
  
#DOWNSAMPLE ALEATORIO  
BD\_Ptrain1 <- BD\_DS[random\_ids[1:round(length(random\_ids)\*0.67)],]  
BD\_Ptest1 <- BD\_DS[-random\_ids[1:round(length(random\_ids)\*0.67)],]  
  
  
#ENN UNDERSAMPLE  
set.seed(123)  
random\_ids2 <- order(runif(nrow(BD\_ENN)))  
  
BD\_Ptrain2 <- BD\_ENN[random\_ids2[1:round(length(random\_ids2)\*0.67)],]  
BD\_Ptest2 <- BD\_ENN[-random\_ids2[1:round(length(random\_ids2)\*0.67)],]  
  
  
#ENN + DOWNSAMPLE ALEATORIO  
BD\_Ptrain3 <- BD\_ENN\_DS[random\_ids[1:round(length(random\_ids)\*0.67)],]  
BD\_Ptest3 <- BD\_ENN\_DS[-random\_ids[1:round(length(random\_ids)\*0.67)],]

El paquete “caret” posee herramientas para el preprocesado.

Se ejecutará cada algoritmo cambiando los valores de preprocesado, teniendo por un lado el modo de escalado y centralización, por otro el de transformar en rango contenido entre 0 y 1 las variables numéricas.

El método de preprocesado incluye “center” y “scale” en los cuales se sustraen las medias de los datos predictores y se divide por su desviación estándar. El método “range” transforma los valores numéricos aplicando el valor mínimo y máximo de cada varible.

## Knn - entrenamiento

Se aplica 10-fold crossvalidation, que hace el remuestreo de los datos para su correcto entrenamiento.

ctrl <- trainControl(method="repeatedcv",number=10,repeats = 5)  
  
#KNN  
  
 #Downsample  
set.seed(1234567)  
knn\_1 <- train(Condicion ~ ., data = BD\_Ptrain1, method = "knn",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneLength = 20)  
knn\_1

k-Nearest Neighbors   
  
217 samples  
 10 predictor  
 2 classes: '1', '2'   
  
No pre-processing  
Resampling: Cross-Validated (10 fold, repeated 5 times)   
Summary of sample sizes: 195, 196, 195, 196, 195, 195, ...   
Resampling results across tuning parameters:  
  
 k Accuracy Kappa   
 5 0.5915584 0.1840333  
 7 0.5770130 0.1553025  
 9 0.6119481 0.2261121  
 11 0.6274459 0.2578975  
 13 0.6262338 0.2548470  
 15 0.6419481 0.2859747  
 17 0.6418615 0.2860730  
 19 0.6427706 0.2880489  
 21 0.6472727 0.2968181  
 23 0.6512121 0.3043656  
 25 0.6568398 0.3154149  
 27 0.6494372 0.3012372  
 29 0.6458874 0.2942339  
 31 0.6458009 0.2941373  
 33 0.6522078 0.3070006  
 35 0.6522944 0.3072640  
 37 0.6459307 0.2947064  
 39 0.6403463 0.2835848  
 41 0.6348485 0.2728958  
 43 0.6367965 0.2767997  
  
Accuracy was used to select the optimal model using the largest value.  
The final value used for the model was k = 25.

plot(knn\_1)
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# ENN  
set.seed(1234567)  
knn\_2 <- train(Condicion ~ ., data = BD\_Ptrain2, method = "knn",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneLength = 20)  
knn\_2

k-Nearest Neighbors   
  
322 samples  
 10 predictor  
 2 classes: '1', '2'   
  
No pre-processing  
Resampling: Cross-Validated (10 fold, repeated 5 times)   
Summary of sample sizes: 290, 290, 291, 290, 289, 291, ...   
Resampling results across tuning parameters:  
  
 k Accuracy Kappa   
 5 0.6719000 0.2346838  
 7 0.6811425 0.2633582  
 9 0.6846615 0.2857597  
 11 0.6761058 0.2694893  
 13 0.6704356 0.2440677  
 15 0.6767840 0.2621258  
 17 0.6761932 0.2581324  
 19 0.6711907 0.2529692  
 21 0.6774267 0.2661031  
 23 0.6718170 0.2487937  
 25 0.6823259 0.2660472  
 27 0.6805871 0.2572919  
 29 0.6743548 0.2495359  
 31 0.6689192 0.2377575  
 33 0.6718762 0.2469926  
 35 0.6774658 0.2649067  
 37 0.6731843 0.2594870  
 39 0.6824090 0.2846677  
 41 0.6843811 0.2918222  
 43 0.6849090 0.2944717  
  
Accuracy was used to select the optimal model using the largest value.  
The final value used for the model was k = 43.

plot(knn\_2)
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# ENN + downsample  
set.seed(1234567)  
knn\_3 <- train(Condicion ~ ., data = BD\_Ptrain3, method = "knn",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneLength = 20)  
knn\_3

k-Nearest Neighbors   
  
217 samples  
 10 predictor  
 2 classes: '1', '2'   
  
No pre-processing  
Resampling: Cross-Validated (10 fold, repeated 5 times)   
Summary of sample sizes: 195, 196, 195, 196, 195, 195, ...   
Resampling results across tuning parameters:  
  
 k Accuracy Kappa   
 5 0.6829870 0.3675847  
 7 0.6929870 0.3878787  
 9 0.6947619 0.3919659  
 11 0.7057576 0.4139845  
 13 0.7009524 0.4049851  
 15 0.6780519 0.3593059  
 17 0.6862771 0.3759381  
 19 0.7012987 0.4060335  
 21 0.7049351 0.4130379  
 23 0.7021645 0.4074845  
 25 0.6966667 0.3963425  
 27 0.6912121 0.3854179  
 29 0.6911688 0.3855883  
 31 0.6967100 0.3967265  
 33 0.6976623 0.3985271  
 35 0.6995238 0.4022615  
 37 0.6985714 0.4003453  
 39 0.6976623 0.3985271  
 41 0.6957576 0.3949104  
 43 0.6938961 0.3912916  
  
Accuracy was used to select the optimal model using the largest value.  
The final value used for the model was k = 11.

plot(knn\_3)
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Para cada modelo se van eligiendo los valores que presentan mayor precisión a la hora de entrenarlo.

## Knn - evaluación

Se dará la evaluación con valores reales desconocidos de los que se sabe su verdadera clasificación, las bases de datos de prueba.

knn\_1pred <- predict(knn\_1, newdata = BD\_Ptest1 )  
CM\_knn1 <- confusionMatrix(knn\_1pred, BD\_Ptest1$Condicion)  
  
knn\_2pred <- predict(knn\_2, newdata = BD\_Ptest2 )  
CM\_knn2 <- confusionMatrix(knn\_2pred, BD\_Ptest2$Condicion)  
  
knn\_3pred <- predict(knn\_3, newdata = BD\_Ptest3 )  
CM\_knn3 <- confusionMatrix(knn\_3pred, BD\_Ptest3$Condicion)

Se almacenan los datos en las distintas matrices de confusión empleando la función confusionMatrix que tiene tanto la precisión real del modelo, como su sensibilidad y especificidad.

Para almacenar los valores de interés para los modelos procesados, hay que eliminar el icono de la almohadilla #, de tal forma se aplicará el preprocesado correspondiente en los datos del algoritmo.

#Sin preprocesar  
precNO <- c(CM\_knn1$overall["Accuracy"], CM\_knn2$overall["Accuracy"], CM\_knn3$overall["Accuracy"])  
senNO <- c(CM\_knn1$byClass["Sensitivity"], CM\_knn2$byClass["Sensitivity"], CM\_knn3$byClass["Sensitivity"])  
speNO <- c(CM\_knn1$byClass["Specificity"], CM\_knn2$byClass["Specificity"], CM\_knn3$byClass["Specificity"])

### KNN - modelos preprocesados

#KNN - preprocesado con center y scale  
  
 #Downsample  
set.seed(1234567)  
knn\_1 <- train(Condicion ~ ., data = BD\_Ptrain1, method = "knn",  
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneLength = 20)  
knn\_1

k-Nearest Neighbors   
  
217 samples  
 10 predictor  
 2 classes: '1', '2'   
  
Pre-processing: centered (10), scaled (10)   
Resampling: Cross-Validated (10 fold, repeated 5 times)   
Summary of sample sizes: 195, 196, 195, 196, 195, 195, ...   
Resampling results across tuning parameters:  
  
 k Accuracy Kappa   
 5 0.5965801 0.1945450  
 7 0.6158442 0.2323075  
 9 0.6277056 0.2564418  
 11 0.6213853 0.2437805  
 13 0.6182251 0.2374968  
 15 0.6154545 0.2323886  
 17 0.6402597 0.2825925  
 19 0.6475758 0.2968398  
 21 0.6596537 0.3214379  
 23 0.6696104 0.3407745  
 25 0.6603463 0.3225886  
 27 0.6622078 0.3261229  
 29 0.6555844 0.3133590  
 31 0.6509524 0.3044264  
 33 0.6537662 0.3098549  
 35 0.6509957 0.3044260  
 37 0.6502597 0.3028858  
 39 0.6503896 0.3031355  
 41 0.6419913 0.2867685  
 43 0.6446753 0.2921404  
  
Accuracy was used to select the optimal model using the largest value.  
The final value used for the model was k = 23.

plot(knn\_1)
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# ENN  
set.seed(1234567)  
knn\_2 <- train(Condicion ~ ., data = BD\_Ptrain2, method = "knn",  
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneLength = 20)  
knn\_2

k-Nearest Neighbors   
  
322 samples  
 10 predictor  
 2 classes: '1', '2'   
  
Pre-processing: centered (10), scaled (10)   
Resampling: Cross-Validated (10 fold, repeated 5 times)   
Summary of sample sizes: 290, 290, 291, 290, 289, 291, ...   
Resampling results across tuning parameters:  
  
 k Accuracy Kappa   
 5 0.7136571 0.3257667  
 7 0.7007380 0.3114864  
 9 0.7002719 0.3037548  
 11 0.7093200 0.3188880  
 13 0.7091874 0.3067743  
 15 0.7245699 0.3389189  
 17 0.7196444 0.3183916  
 19 0.7227493 0.3187807  
 21 0.7227315 0.3120857  
 23 0.7232783 0.3095056  
 25 0.7246823 0.3095151  
 27 0.7166306 0.2783818  
 29 0.6974224 0.2195891  
 31 0.7043176 0.2275840  
 33 0.6917748 0.1856117  
 35 0.6961889 0.1936385  
 37 0.6900134 0.1706333  
 39 0.6964388 0.1713648  
 41 0.6925892 0.1578565  
 43 0.6957142 0.1662864  
  
Accuracy was used to select the optimal model using the largest value.  
The final value used for the model was k = 25.

plot(knn\_2)
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# ENN + downsample  
set.seed(1234567)  
knn\_3 <- train(Condicion ~ ., data = BD\_Ptrain3, method = "knn",  
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneLength = 20)  
knn\_3

k-Nearest Neighbors   
  
217 samples  
 10 predictor  
 2 classes: '1', '2'   
  
Pre-processing: centered (10), scaled (10)   
Resampling: Cross-Validated (10 fold, repeated 5 times)   
Summary of sample sizes: 195, 196, 195, 196, 195, 195, ...   
Resampling results across tuning parameters:  
  
 k Accuracy Kappa   
 5 0.6415584 0.2856425  
 7 0.6739394 0.3498077  
 9 0.6916017 0.3852283  
 11 0.6796970 0.3616132  
 13 0.7061472 0.4143208  
 15 0.7095238 0.4213011  
 17 0.7086580 0.4195696  
 19 0.7040260 0.4104982  
 21 0.7142424 0.4308932  
 23 0.7152814 0.4328909  
 25 0.7115152 0.4256539  
 27 0.7052381 0.4133246  
 29 0.7040693 0.4112511  
 31 0.7022511 0.4073272  
 33 0.7031602 0.4090964  
 35 0.6975758 0.3981238  
 37 0.6956710 0.3944891  
 39 0.6891342 0.3815163  
 41 0.6938095 0.3906194  
 43 0.6864069 0.3759434  
  
Accuracy was used to select the optimal model using the largest value.  
The final value used for the model was k = 23.

plot(knn\_3)
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knn\_1pred <- predict(knn\_1, newdata = BD\_Ptest1 )  
CM\_knn1 <- confusionMatrix(knn\_1pred, BD\_Ptest1$Condicion)  
  
knn\_2pred <- predict(knn\_2, newdata = BD\_Ptest2 )  
CM\_knn2 <- confusionMatrix(knn\_2pred, BD\_Ptest2$Condicion)  
  
knn\_3pred <- predict(knn\_3, newdata = BD\_Ptest3 )  
CM\_knn3 <- confusionMatrix(knn\_3pred, BD\_Ptest3$Condicion)  
  
#Preprocesado center + scale   
precCS <- c(CM\_knn1$overall["Accuracy"], CM\_knn2$overall["Accuracy"], CM\_knn3$overall["Accuracy"])  
senCS <- c(CM\_knn1$byClass["Sensitivity"], CM\_knn2$byClass["Sensitivity"], CM\_knn3$byClass["Sensitivity"])  
speCS <- c(CM\_knn1$byClass["Specificity"], CM\_knn2$byClass["Specificity"], CM\_knn3$byClass["Specificity"])

#KNN - procesado con range  
  
 #Downsample  
set.seed(1234567)  
knn\_1 <- train(Condicion ~ ., data = BD\_Ptrain1, method = "knn",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 tuneLength = 20)  
knn\_1

k-Nearest Neighbors   
  
217 samples  
 10 predictor  
 2 classes: '1', '2'   
  
Pre-processing: re-scaling to [0, 1] (10)   
Resampling: Cross-Validated (10 fold, repeated 5 times)   
Summary of sample sizes: 195, 196, 195, 196, 195, 195, ...   
Resampling results across tuning parameters:  
  
 k Accuracy Kappa   
 5 0.5908225 0.1835156  
 7 0.6084848 0.2185880  
 9 0.5989177 0.1987761  
 11 0.5947619 0.1910347  
 13 0.6195238 0.2399136  
 15 0.6156277 0.2334459  
 17 0.6212554 0.2443505  
 19 0.6322078 0.2663308  
 21 0.6379221 0.2776286  
 23 0.6488745 0.2992424  
 25 0.6377489 0.2767413  
 27 0.6283550 0.2587975  
 29 0.6180087 0.2382297  
 31 0.6105628 0.2234927  
 33 0.6132468 0.2291321  
 35 0.6206494 0.2437358  
 37 0.6142857 0.2310266  
 39 0.6151082 0.2327372  
 41 0.6164502 0.2356033  
 43 0.6236797 0.2498399  
  
Accuracy was used to select the optimal model using the largest value.  
The final value used for the model was k = 23.

plot(knn\_1)
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# ENN  
set.seed(1234567)  
knn\_2 <- train(Condicion ~ ., data = BD\_Ptrain2, method = "knn",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 tuneLength = 20)  
knn\_2

k-Nearest Neighbors   
  
322 samples  
 10 predictor  
 2 classes: '1', '2'   
  
Pre-processing: re-scaling to [0, 1] (10)   
Resampling: Cross-Validated (10 fold, repeated 5 times)   
Summary of sample sizes: 290, 290, 291, 290, 289, 291, ...   
Resampling results across tuning parameters:  
  
 k Accuracy Kappa   
 5 0.7128098 0.3191091  
 7 0.7063239 0.3148040  
 9 0.6932154 0.2745147  
 11 0.6952303 0.2755135  
 13 0.6983553 0.2781245  
 15 0.7148717 0.3072800  
 17 0.7211443 0.3123568  
 19 0.7142882 0.2889790  
 21 0.7087353 0.2640432  
 23 0.7099249 0.2513230  
 25 0.7087103 0.2392892  
 27 0.7111913 0.2353618  
 29 0.7168579 0.2431482  
 31 0.7100385 0.2125771  
 33 0.7069666 0.1965662  
 35 0.6970412 0.1575114  
 37 0.6895565 0.1258566  
 39 0.6876424 0.1188147  
 41 0.6906122 0.1243515  
 43 0.6894379 0.1089221  
  
Accuracy was used to select the optimal model using the largest value.  
The final value used for the model was k = 17.

plot(knn\_2)
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# ENN + downsample  
set.seed(1234567)  
knn\_3 <- train(Condicion ~ ., data = BD\_Ptrain3, method = "knn",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 tuneLength = 20)  
knn\_3

k-Nearest Neighbors   
  
217 samples  
 10 predictor  
 2 classes: '1', '2'   
  
Pre-processing: re-scaling to [0, 1] (10)   
Resampling: Cross-Validated (10 fold, repeated 5 times)   
Summary of sample sizes: 195, 196, 195, 196, 195, 195, ...   
Resampling results across tuning parameters:  
  
 k Accuracy Kappa   
 5 0.6626840 0.3273965  
 7 0.6524675 0.3074367  
 9 0.6452814 0.2933150  
 11 0.6379654 0.2787192  
 13 0.6563203 0.3155067  
 15 0.6673160 0.3368721  
 17 0.6812121 0.3642500  
 19 0.6786147 0.3588723  
 21 0.6740260 0.3495483  
 23 0.6674892 0.3365198  
 25 0.6674459 0.3363827  
 27 0.6693074 0.3400010  
 29 0.6692208 0.3399957  
 31 0.6533333 0.3090911  
 33 0.6477056 0.2981811  
 35 0.6404329 0.2837398  
 37 0.6393939 0.2820388  
 39 0.6374892 0.2782380  
 41 0.6320346 0.2677346  
 43 0.6300866 0.2639883  
  
Accuracy was used to select the optimal model using the largest value.  
The final value used for the model was k = 17.

plot(knn\_3)

![](data:image/png;base64,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)

knn\_1pred <- predict(knn\_1, newdata = BD\_Ptest1 )  
CM\_knn1 <- confusionMatrix(knn\_1pred, BD\_Ptest1$Condicion)  
  
knn\_2pred <- predict(knn\_2, newdata = BD\_Ptest2 )  
CM\_knn2 <- confusionMatrix(knn\_2pred, BD\_Ptest2$Condicion)  
  
knn\_3pred <- predict(knn\_3, newdata = BD\_Ptest3 )  
CM\_knn3 <- confusionMatrix(knn\_3pred, BD\_Ptest3$Condicion)  
  
#Preprocesado range  
precR <- c(CM\_knn1$overall["Accuracy"], CM\_knn2$overall["Accuracy"], CM\_knn3$overall["Accuracy"])  
senR <- c(CM\_knn1$byClass["Sensitivity"], CM\_knn2$byClass["Sensitivity"], CM\_knn3$byClass["Sensitivity"])  
speR <- c(CM\_knn1$byClass["Specificity"], CM\_knn2$byClass["Specificity"], CM\_knn3$byClass["Specificity"])

## KNN - Tabla de datos

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Algoritmo | KNN - Precisión |  |  |  |  |
|  | Submuestreo | ENN | ENN y submuestreo |  |  |
| Sin procesar | 0.6542056 | 0.6772152 | 0.6728972 |  |  |
| Procesado (Center y scale) | 0.588785 | 0.7341772 | 0.682243 |  |  |
| Procesado (Range) | 0.6168224 | 0.6835443 | 0.6728972 |  |  |

## Naive bayes - entrenamiento

Los datos y el preprocesado es el mismo que con el algoritmo knn.

#Naive Bayes - Sin preprocesar  
  
 # Downsample  
set.seed(1234567)  
NB1 <- train(Condicion ~ ., data = BD\_Ptrain1, method = "naive\_bayes",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneLength = 20)  
  
  
  
 # ENN  
set.seed(1234567)  
NB2 <- train(Condicion ~ ., data = BD\_Ptrain2, method = "naive\_bayes",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneLength = 20)  
  
  
  
 # ENN + downsample  
set.seed(1234567)  
NB3 <- train(Condicion ~ ., data = BD\_Ptrain3, method = "naive\_bayes",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneLength = 20)

El algoritmo basado en Naive Bayes generado emplea el kernel dado que mejora la precisión del modelo y ajusta su límite a 1.

## Naive bayes - evaluación

Se dará la evaluación con valores reales desconocidos de los que se sabe su verdadera clasificación, las bases de datos de prueba.

NB\_1 <- predict(NB1, newdata = BD\_Ptest1)  
CMNB1 <- confusionMatrix(NB\_1, BD\_Ptest1$Condicion)  
  
NB\_2 <- predict(NB2, newdata = BD\_Ptest2)  
CMNB2 <- confusionMatrix(NB\_2, BD\_Ptest2$Condicion)  
  
NB\_3 <- predict(NB3, newdata = BD\_Ptest3)  
CMNB3 <- confusionMatrix(NB\_3, BD\_Ptest3$Condicion)  
  
#Sin preprocesar  
precNO\_NB <- c(CMNB1$overall["Accuracy"], CMNB2$overall["Accuracy"], CMNB3$overall["Accuracy"])  
senNO\_NB <- c(CMNB1$byClass["Sensitivity"], CMNB2$byClass["Sensitivity"], CMNB3$byClass["Sensitivity"])  
speNO\_NB <- c(CMNB1$byClass["Specificity"], CMNB2$byClass["Specificity"], CMNB3$byClass["Specificity"])

Se almacenan los datos en las distintas matrices de confusión empleando la función confusionMatrix que tiene tanto la precisión real del modelo, como su sensibilidad y especificidad.

Para almacenar los valores de interés para los modelos procesados, hay que eliminar el icono de la almohadilla #, de tal forma se aplicará el preprocesado correspondiente en los datos del algoritmo.

### Naive Bayes - modelos preprocesados

#Naive Bayes - preprocesado con center y scale  
  
 # Downsample  
set.seed(1234567)  
NB1 <- train(Condicion ~ ., data = BD\_Ptrain1, method = "naive\_bayes",  
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneLength = 20)  
  
  
  
 # ENN  
set.seed(1234567)  
NB2 <- train(Condicion ~ ., data = BD\_Ptrain2, method = "naive\_bayes",  
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneLength = 20)  
  
  
  
 # ENN + downsample  
set.seed(1234567)  
NB3 <- train(Condicion ~ ., data = BD\_Ptrain3, method = "naive\_bayes",  
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneLength = 20)

NB\_1 <- predict(NB1, newdata = BD\_Ptest1)  
CMNB1 <- confusionMatrix(NB\_1, BD\_Ptest1$Condicion)  
  
NB\_2 <- predict(NB2, newdata = BD\_Ptest2)  
CMNB2 <- confusionMatrix(NB\_2, BD\_Ptest2$Condicion)  
  
NB\_3 <- predict(NB3, newdata = BD\_Ptest3)  
CMNB3 <- confusionMatrix(NB\_3, BD\_Ptest3$Condicion)  
  
#preprocesado center + scale   
precCS\_NB <- c(CMNB1$overall["Accuracy"], CMNB2$overall["Accuracy"], CMNB3$overall["Accuracy"])  
senCS\_NB <- c(CMNB1$byClass["Sensitivity"], CMNB2$byClass["Sensitivity"], CMNB3$byClass["Sensitivity"])  
speCS\_NB <- c(CMNB1$byClass["Specificity"], CMNB2$byClass["Specificity"], CMNB3$byClass["Specificity"])

#Naive Bayes - preprocesado con range  
  
 # Downsample  
set.seed(1234567)  
NB1 <- train(Condicion ~ ., data = BD\_Ptrain1, method = "naive\_bayes",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 tuneLength = 20)  
  
  
  
 # ENN  
set.seed(1234567)  
NB2 <- train(Condicion ~ ., data = BD\_Ptrain2, method = "naive\_bayes",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 tuneLength = 20)  
  
  
  
 # ENN + downsample  
set.seed(1234567)  
NB3 <- train(Condicion ~ ., data = BD\_Ptrain3, method = "naive\_bayes",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 tuneLength = 20)

NB\_1 <- predict(NB1, newdata = BD\_Ptest1)  
CMNB1 <- confusionMatrix(NB\_1, BD\_Ptest1$Condicion)  
  
NB\_2 <- predict(NB2, newdata = BD\_Ptest2)  
CMNB2 <- confusionMatrix(NB\_2, BD\_Ptest2$Condicion)  
  
NB\_3 <- predict(NB3, newdata = BD\_Ptest3)  
CMNB3 <- confusionMatrix(NB\_3, BD\_Ptest3$Condicion)  
  
#preprocesado range  
precR\_NB <- c(CMNB1$overall["Accuracy"], CMNB2$overall["Accuracy"], CMNB3$overall["Accuracy"])  
senR\_NB <- c(CMNB1$byClass["Sensitivity"], CMNB2$byClass["Sensitivity"], CMNB3$byClass["Sensitivity"])  
speR\_NB <- c(CMNB1$byClass["Specificity"], CMNB2$byClass["Specificity"], CMNB3$byClass["Specificity"])

## NAIVE BAYES - Tabla de datos

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Algoritmo | NB - Precisión |  |  |  |  |
|  | Submuestreo | ENN | ENN y submuestreo |  |  |
| Sin procesar | 0.635514 | 0.6835443 | 0.6728972 |  |  |
| Procesado (Center y scale) | 0.635514 | 0.6835443 | 0.6728972 |  |  |
| Procesado (Range) | 0.635514 | 0.6835443 | 0.6728972 |  |  |

## ANN

Los datos y el preprocesado es el mismo que con el algoritmo knn.

## ANN - entrenamiento

Para entrenar el modelo uno debe seleccionar las variables de la base de datos que conformarán las predictoras y la variable respuesta. En este caso la variable respuesta muestra presencia de tener un problema hepático en pacientes (variable Condicion).

#ANN - Sin preprocesar  
  
 # Downsample  
set.seed(1234567)  
ANN1 <- train(Condicion ~ ., data = BD\_Ptrain1, method = "nnet",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneGrid = expand.grid(size= c(1,3,5,7,9,10), decay = seq(from = 0.1, to = 0.5, by = 0.1))  
 )  
  
  
 # ENN   
set.seed(1234567)  
ANN2 <- train(Condicion ~ ., data = BD\_Ptrain2, method = "nnet",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneGrid = expand.grid(size= c(1,3,5,7,9,10), decay = seq(from = 0.1, to = 0.5, by = 0.1))  
 )  
  
  
 # ENN + Downsample  
set.seed(1234567)  
ANN3 <- train(Condicion ~ ., data = BD\_Ptrain3, method = "nnet",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneGrid = expand.grid(size= c(1,3,5,7,9,10), decay = seq(from = 0.1, to = 0.5, by = 0.1))  
 )

## ANN - evaluación

ANN\_1 <- predict(ANN1, newdata = BD\_Ptest1 )  
CMANN1 <- confusionMatrix(ANN\_1, BD\_Ptest1$Condicion)  
  
ANN\_2 <- predict(ANN2, newdata = BD\_Ptest2 )  
CMANN2 <- confusionMatrix(ANN\_2, BD\_Ptest2$Condicion)  
  
ANN\_3 <- predict(ANN3, newdata = BD\_Ptest3 )  
CMANN3 <- confusionMatrix(ANN\_3, BD\_Ptest3$Condicion)  
  
#Sin preprocesar  
precNO\_ANN <- c(CMANN1$overall["Accuracy"], CMANN2$overall["Accuracy"], CMANN3$overall["Accuracy"])  
senNO\_ANN <- c(CMANN1$byClass["Sensitivity"], CMANN2$byClass["Sensitivity"], CMANN3$byClass["Sensitivity"])  
speNO\_ANN <- c(CMANN1$byClass["Specificity"], CMANN2$byClass["Specificity"], CMANN3$byClass["Specificity"])

Empleando la función de confusionMatrix se puede vislumbrar la comparación entre los valores reales y los predichos por la red neuronal. Se accede a los valores de interés y estos son almacenados en distintos vectores específicos.

### ANN - Modelos preprocesados

#ANN - preprocesado con center y scale  
  
 # Downsample  
set.seed(1234567)  
ANN1 <- train(Condicion ~ ., data = BD\_Ptrain1, method = "nnet",  
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneGrid = expand.grid(size= c(1,3,5,7,9,10), decay = seq(from = 0.1, to = 0.5, by = 0.1))  
 )  
  
  
 # ENN   
set.seed(1234567)  
ANN2 <- train(Condicion ~ ., data = BD\_Ptrain2, method = "nnet",  
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneGrid = expand.grid(size= c(1,3,5,7,9,10), decay = seq(from = 0.1, to = 0.5, by = 0.1))  
 )  
  
  
 # ENN + Downsample  
set.seed(1234567)  
ANN3 <- train(Condicion ~ ., data = BD\_Ptrain3, method = "nnet",  
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneGrid = expand.grid(size= c(1,3,5,7,9,10), decay = seq(from = 0.1, to = 0.5, by = 0.1))  
 )

ANN\_1 <- predict(ANN1, newdata = BD\_Ptest1 )  
CMANN1 <- confusionMatrix(ANN\_1, BD\_Ptest1$Condicion)  
  
ANN\_2 <- predict(ANN2, newdata = BD\_Ptest2 )  
CMANN2 <- confusionMatrix(ANN\_2, BD\_Ptest2$Condicion)  
  
ANN\_3 <- predict(ANN3, newdata = BD\_Ptest3 )  
CMANN3 <- confusionMatrix(ANN\_3, BD\_Ptest3$Condicion)  
  
#preprocesado con center y scale  
preCS\_ANN <- c(CMANN1$overall["Accuracy"], CMANN2$overall["Accuracy"], CMANN3$overall["Accuracy"])  
senCS\_ANN <- c(CMANN1$byClass["Sensitivity"], CMANN2$byClass["Sensitivity"], CMANN3$byClass["Sensitivity"])  
speCS\_ANN <- c(CMANN1$byClass["Specificity"], CMANN2$byClass["Specificity"], CMANN3$byClass["Specificity"])

#ANN - preprocesado con range  
  
 # Downsample  
set.seed(1234567)  
ANN1 <- train(Condicion ~ ., data = BD\_Ptrain1, method = "nnet",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 tuneGrid = expand.grid(size= c(1,3,5,7,9,10), decay = seq(from = 0.1, to = 0.5, by = 0.1))  
 )  
  
  
 # ENN   
set.seed(1234567)  
ANN2 <- train(Condicion ~ ., data = BD\_Ptrain2, method = "nnet",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 tuneGrid = expand.grid(size= c(1,3,5,7,9,10), decay = seq(from = 0.1, to = 0.5, by = 0.1))  
 )  
  
  
 # ENN + Downsample  
set.seed(1234567)  
ANN3 <- train(Condicion ~ ., data = BD\_Ptrain3, method = "nnet",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 tuneGrid = expand.grid(size= c(1,3,5,7,9,10), decay = seq(from = 0.1, to = 0.5, by = 0.1))  
 )

ANN\_1 <- predict(ANN1, newdata = BD\_Ptest1 )  
CMANN1 <- confusionMatrix(ANN\_1, BD\_Ptest1$Condicion)  
  
ANN\_2 <- predict(ANN2, newdata = BD\_Ptest2 )  
CMANN2 <- confusionMatrix(ANN\_2, BD\_Ptest2$Condicion)  
  
ANN\_3 <- predict(ANN3, newdata = BD\_Ptest3 )  
CMANN3 <- confusionMatrix(ANN\_3, BD\_Ptest3$Condicion)  
  
#Preprocesado con range  
preR\_ANN <- c(CMANN1$overall["Accuracy"], CMANN2$overall["Accuracy"], CMANN3$overall["Accuracy"])  
senR\_ANN <- c(CMANN1$byClass["Sensitivity"], CMANN2$byClass["Sensitivity"], CMANN3$byClass["Sensitivity"])  
speR\_ANN <- c(CMANN1$byClass["Specificity"], CMANN2$byClass["Specificity"], CMANN3$byClass["Specificity"])

## ANN - Tabla de datos

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Algoritmo | ANN - Precisión |  |  |  |  |
|  | Submuestreo | ENN | ENN y submuestreo |  |  |
| Sin procesar | 0.635514 | 0.721519 | 0.6728972 |  |  |
| Procesado (Center y scale) | 0.6542056 | 0.7468354 | 0.7383178 |  |  |
| Procesado (Range) | 0.6168224 | 0.7151899 | 0.7102804 |  |  |

## SVM

Los datos y el preprocesado es el mismo que con el algoritmo knn.

## SVM - entrenamiento

#SVM - Sin preprocesar  
  
# Downsample  
set.seed(1234567)  
SVM1 <- train(Condicion ~ ., data = BD\_Ptrain1, method = "svmLinear",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneGrid = expand.grid(C= c(2^(2:9))))  
  
  
# ENN  
set.seed(1234567)  
SVM2 <- train(Condicion ~ ., data = BD\_Ptrain2, method = "svmLinear",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneGrid = expand.grid(C= c(2^(2:9))))  
  
  
# ENN + downsample  
set.seed(1234567)  
SVM3 <- train(Condicion ~ ., data = BD\_Ptrain3, method = "svmLinear",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneGrid = expand.grid(C= c(2^(2:9))))

## SVM - evaluación

SVM\_1 <- predict(SVM1, newdata = BD\_Ptest1)  
CMSVM1 <- confusionMatrix(SVM\_1, BD\_Ptest1$Condicion)  
  
SVM\_2 <- predict(SVM2, newdata = BD\_Ptest2)  
CMSVM2 <- confusionMatrix(SVM\_2, BD\_Ptest2$Condicion)  
  
SVM\_3 <- predict(SVM3, newdata = BD\_Ptest3)  
CMSVM3 <- confusionMatrix(SVM\_3, BD\_Ptest3$Condicion)  
  
#Sin preprocesar  
precNO\_SVML <- c(CMSVM1$overall["Accuracy"], CMSVM2$overall["Accuracy"], CMSVM3$overall["Accuracy"])  
senNO\_SVML <- c(CMSVM1$byClass["Sensitivity"], CMSVM2$byClass["Sensitivity"], CMSVM3$byClass["Sensitivity"])  
speNO\_SVML <- c(CMSVM1$byClass["Specificity"], CMSVM2$byClass["Specificity"], CMSVM3$byClass["Specificity"])

### SVM - Modelos preprocesados

# SVM - Preprocesado con center y scale   
  
# Downsample  
set.seed(1234567)  
SVM1 <- train(Condicion ~ ., data = BD\_Ptrain1, method = "svmLinear",  
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneGrid = expand.grid(C= c(2^(2:9))))  
  
  
# ENN  
set.seed(1234567)  
SVM2 <- train(Condicion ~ ., data = BD\_Ptrain2, method = "svmLinear",  
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneGrid = expand.grid(C= c(2^(2:9))))  
  
  
# ENN + downsample  
set.seed(1234567)  
SVM3 <- train(Condicion ~ ., data = BD\_Ptrain3, method = "svmLinear",  
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneGrid = expand.grid(C= c(2^(2:9))))

SVM\_1 <- predict(SVM1, newdata = BD\_Ptest1)  
CMSVM1 <- confusionMatrix(SVM\_1, BD\_Ptest1$Condicion)  
  
SVM\_2 <- predict(SVM2, newdata = BD\_Ptest2)  
CMSVM2 <- confusionMatrix(SVM\_2, BD\_Ptest2$Condicion)  
  
SVM\_3 <- predict(SVM3, newdata = BD\_Ptest3)  
CMSVM3 <- confusionMatrix(SVM\_3, BD\_Ptest3$Condicion)  
  
#preprocesado center + scale   
precCS\_SVML <- c(CMSVM1$overall["Accuracy"], CMSVM2$overall["Accuracy"], CMSVM3$overall["Accuracy"])  
senCS\_SVML <- c(CMSVM1$byClass["Sensitivity"], CMSVM2$byClass["Sensitivity"], CMSVM3$byClass["Sensitivity"])  
speCS\_SVML <- c(CMSVM1$byClass["Specificity"], CMSVM2$byClass["Specificity"], CMSVM3$byClass["Specificity"])

#SVM - Preprocesado con range  
  
# Downsample  
set.seed(1234567)  
SVM1 <- train(Condicion ~ ., data = BD\_Ptrain1, method = "svmLinear",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 tuneGrid = expand.grid(C= c(2^(2:9))))  
  
  
# ENN  
set.seed(1234567)  
SVM2 <- train(Condicion ~ ., data = BD\_Ptrain2, method = "svmLinear",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 tuneGrid = expand.grid(C= c(2^(2:9))))  
  
  
# ENN + downsample  
set.seed(1234567)  
SVM3 <- train(Condicion ~ ., data = BD\_Ptrain3, method = "svmLinear",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 tuneGrid = expand.grid(C= c(2^(2:9))))

El modelo generado del “support vector machine” emplea un kernel lineal, que implica que los vectores utilizados para la clasificación son líneas rectas.

SVM\_1 <- predict(SVM1, newdata = BD\_Ptest1)  
CMSVM1 <- confusionMatrix(SVM\_1, BD\_Ptest1$Condicion)  
  
SVM\_2 <- predict(SVM2, newdata = BD\_Ptest2)  
CMSVM2 <- confusionMatrix(SVM\_2, BD\_Ptest2$Condicion)  
  
SVM\_3 <- predict(SVM3, newdata = BD\_Ptest3)  
CMSVM3 <- confusionMatrix(SVM\_3, BD\_Ptest3$Condicion)  
  
#preprocesado range  
precR\_SVML <- c(CMSVM1$overall["Accuracy"], CMSVM2$overall["Accuracy"], CMSVM3$overall["Accuracy"])  
senR\_SVML <- c(CMSVM1$byClass["Sensitivity"], CMSVM2$byClass["Sensitivity"], CMSVM3$byClass["Sensitivity"])  
speR\_SVML <- c(CMSVM1$byClass["Specificity"], CMSVM2$byClass["Specificity"], CMSVM3$byClass["Specificity"])

## SVM - Tabla de datos

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Algoritmo | SVM - Precisión |  |  |  |  |
|  | Submuestreo | ENN | ENN y submuestreo |  |  |
| Sin procesar | 0.6168224 | 0.7151899 | 0.7663551 |  |  |
| Procesado (Center y scale) | 0.6168224 | 0.7151899 | 0.7663551 |  |  |
| Procesado (Range) | 0.6168224 | 0.7151899 | 0.7663551 |  |  |

## Random Forest - entrenamiento

#RANDOM FOREST - Sin preprocesar  
 #Dowsample  
set.seed(1234567)  
RF1 <- train(Condicion ~., data=BD\_Ptrain1, method='rf',   
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 metric='Accuracy',   
 tuneLength = 9)  
  
  
 #ENN  
set.seed(1234567)  
RF2 <- train(Condicion ~., data=BD\_Ptrain2, method='rf',   
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 metric='Accuracy',   
 tuneLength = 9)  
  
  
 #ENN + Downsample  
set.seed(1234567)  
RF3 <- train(Condicion ~., data=BD\_Ptrain3, method='rf',   
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 #preProcess = "range",  
 metric='Accuracy',   
 tuneLength = 9)

RF\_1 <- predict(RF1, newdata = BD\_Ptest1 )  
CM\_RF1 <- confusionMatrix(RF\_1, BD\_Ptest1$Condicion)  
  
RF\_2 <- predict(RF2, newdata = BD\_Ptest2 )  
CM\_RF2 <- confusionMatrix(RF\_2, BD\_Ptest2$Condicion)  
  
RF\_3 <- predict(RF3, newdata = BD\_Ptest3 )  
CM\_RF3 <- confusionMatrix(RF\_3, BD\_Ptest3$Condicion)  
  
  
#Sin preprocesar  
precNO\_rf <- c(CM\_RF1$overall["Accuracy"], CM\_RF2$overall["Accuracy"], CM\_RF3$overall["Accuracy"])  
senNO\_rf <- c(CM\_RF1$byClass["Sensitivity"], CM\_RF2$byClass["Sensitivity"], CM\_RF3$byClass["Sensitivity"])  
speNO\_rf <- c(CM\_RF1$byClass["Specificity"], CM\_RF2$byClass["Specificity"], CM\_RF3$byClass["Specificity"])  
  
#Variables importantes  
VIMPRF1NO <- varImp(RF1)  
VIMPRF2NO <- varImp(RF2)  
VIMPRF3NO <- varImp(RF3)

### Random Forest - Modelos preprocesados

#RANDOM FOREST - Preprocesado con center y scale  
 #Dowsample  
set.seed(1234567)  
RF1 <- train(Condicion ~., data=BD\_Ptrain1, method='rf',   
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 metric='Accuracy',   
 tuneLength = 9)  
  
  
  
 #ENN  
set.seed(1234567)  
RF2 <- train(Condicion ~., data=BD\_Ptrain2, method='rf',   
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 metric='Accuracy',   
 tuneLength = 9)  
  
  
 #ENN + Downsample  
set.seed(1234567)  
RF3 <- train(Condicion ~., data=BD\_Ptrain3, method='rf',   
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 metric='Accuracy',   
 tuneLength = 9)

RF\_1 <- predict(RF1, newdata = BD\_Ptest1 )  
CM\_RF1 <- confusionMatrix(RF\_1, BD\_Ptest1$Condicion)  
  
RF\_2 <- predict(RF2, newdata = BD\_Ptest2 )  
CM\_RF2 <- confusionMatrix(RF\_2, BD\_Ptest2$Condicion)  
  
RF\_3 <- predict(RF3, newdata = BD\_Ptest3 )  
CM\_RF3 <- confusionMatrix(RF\_3, BD\_Ptest3$Condicion)  
  
#Preprocesado center y scale  
precCS\_rf <- c(CM\_RF1$overall["Accuracy"], CM\_RF2$overall["Accuracy"], CM\_RF3$overall["Accuracy"])  
senCS\_rf <- c(CM\_RF1$byClass["Sensitivity"], CM\_RF2$byClass["Sensitivity"], CM\_RF3$byClass["Sensitivity"])  
speCS\_rf <- c(CM\_RF1$byClass["Specificity"], CM\_RF2$byClass["Specificity"], CM\_RF3$byClass["Specificity"])  
  
#Variables importantes  
VIMPRF1CS <- varImp(RF1)  
VIMPRF2CS <- varImp(RF2)  
VIMPRF3CS <- varImp(RF3)

#RANDOM FOREST - Preprocesado con range  
 #Dowsample  
set.seed(1234567)  
RF1 <- train(Condicion ~., data=BD\_Ptrain1, method='rf',   
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 metric='Accuracy',   
 tuneLength = 9)  
  
  
  
 #ENN  
set.seed(1234567)  
RF2 <- train(Condicion ~., data=BD\_Ptrain2, method='rf',   
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 metric='Accuracy',   
 tuneLength = 9)  
  
  
 #ENN + Downsample  
set.seed(1234567)  
RF3 <- train(Condicion ~., data=BD\_Ptrain3, method='rf',   
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 metric='Accuracy',   
 tuneLength = 9)

RF\_1 <- predict(RF1, newdata = BD\_Ptest1 )  
CM\_RF1 <- confusionMatrix(RF\_1, BD\_Ptest1$Condicion)  
  
RF\_2 <- predict(RF2, newdata = BD\_Ptest2 )  
CM\_RF2 <- confusionMatrix(RF\_2, BD\_Ptest2$Condicion)  
  
RF\_3 <- predict(RF3, newdata = BD\_Ptest3 )  
CM\_RF3 <- confusionMatrix(RF\_3, BD\_Ptest3$Condicion)  
  
#Preprocesado range  
precR\_rf <- c(CM\_RF1$overall["Accuracy"], CM\_RF2$overall["Accuracy"], CM\_RF3$overall["Accuracy"])  
senR\_rf <- c(CM\_RF1$byClass["Sensitivity"], CM\_RF2$byClass["Sensitivity"], CM\_RF3$byClass["Sensitivity"])  
speR\_rf <- c(CM\_RF1$byClass["Specificity"], CM\_RF2$byClass["Specificity"], CM\_RF3$byClass["Specificity"])  
  
#Variables importantes  
VIMPRF1R <- varImp(RF1)  
VIMPRF2R <- varImp(RF2)  
VIMPRF3R <- varImp(RF3)

## RF - Tabla de datos

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Algoritmo | RF - Precisión |  |  |  |  |
|  | Submuestreo | ENN | ENN y submuestreo |  |  |
| Sin procesar | 0.6635514 | 0.721519 | 0.7476636 |  |  |
| Procesado (Center y scale) | 0.6448598 | 0.7025316 | 0.7476636 |  |  |
| Procesado (Range) | 0.6542056 | 0.721519 | 0.7383178 |  |  |

# Modelos elegidos:

SVM - ENN + Submuestreo y Preprocesado range

Naive Bayes - ENN y Preprocesado range

ANN - ENN y Preprocesado center + scale

# SVM - ENN + Submuestreo y Preprocesado range  
set.seed(1234567)  
SVM\_D <- train(Condicion ~ ., data = BD\_Ptrain3, method = "svmLinear",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 tuneGrid = expand.grid(C= 4))  
# Coste 4  
  
#Random Forest - ENN + DS y Preprocesado center + scale  
set.seed(1234567)  
RF\_D <- train(Condicion ~., data=BD\_Ptrain3, method='rf',   
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 metric='Accuracy',  
 tuneGrid= expand.grid(mtry= 4)  
 )  
  
#mtry 4  
  
  
# ANN - ENN y center + scale  
set.seed(1234567)  
ANN\_D <- train(Condicion ~ ., data = BD\_Ptrain2, method = "nnet",  
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneGrid = expand.grid(size= 9, decay = 0.2)  
 )  
#size 9 y decay 0.2

SVM\_PRED\_D <- predict(SVM\_D, newdata = BD\_Ptest3 )  
CM\_SVMDEF <- confusionMatrix(SVM\_PRED\_D, BD\_Ptest3$Condicion)  
  
RF\_PRED\_D <- predict(RF\_D, newdata = BD\_Ptest3 )  
CM\_RFDEF <- confusionMatrix(RF\_PRED\_D, BD\_Ptest3$Condicion)  
  
ANN\_PRED\_D <- predict(ANN\_D, newdata = BD\_Ptest2 )  
CM\_ANNDEF <- confusionMatrix(ANN\_PRED\_D, BD\_Ptest2$Condicion)

# Comparación de modelos con base de datos reducida  
  
#Variables de importancia para los modelos definitivos de SVM y ANN:  
plot(VIMPRF3R)

![](data:image/png;base64,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)
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#Bases de datos reducidas:  
BD\_Ptrain3red <- BD\_Ptrain3[,c(1,3,5,6,7,11)]  
BD\_Ptest3red <- BD\_Ptest3[,c(1,3,5,6,7,11)]  
  
  
BD\_Ptrain2red <- BD\_Ptrain2[,c(1,3,5,6,7,11)]  
BD\_Ptest2red <- BD\_Ptest2[,c(1,3,5,6,7,11)]  
  
  
# SVM - ENN + Submuestreo y Preprocesado range  
  
set.seed(1234567)  
SVM\_red <- train(Condicion ~ ., data = BD\_Ptrain3red, method = "svmLinear",  
 trControl = ctrl,  
 #preProcess = c("center","scale"),  
 preProcess = "range",  
 tuneGrid = expand.grid(C= 4)  
 )  
  
#expand.grid(C= c(2^(2:9)))  
#expand.grid(C= 4)  
  
  
# ANN - ENN y center + scale  
set.seed(1234567)  
ANN\_red <- train(Condicion ~ ., data = BD\_Ptrain2red, method = "nnet",  
 trControl = ctrl,  
 preProcess = c("center","scale"),  
 #preProcess = "range",  
 tuneGrid = expand.grid(size= 9, decay = 0.2)  
 )

#expand.grid(size= c(1,3,5,7,9,10), decay = seq(from = 0.1, to = 0.5, by = 0.1))  
#expand.grid(size= 9, decay = 0.2)

SVM\_PREDred <- predict(SVM\_red, newdata = BD\_Ptest3red )  
CM\_SVMred <- confusionMatrix(SVM\_PREDred, BD\_Ptest3red$Condicion)  
  
ANN\_PREDred <- predict(ANN\_red, newdata = BD\_Ptest2red )  
CM\_ANNred <- confusionMatrix(ANN\_PREDred, BD\_Ptest2red$Condicion)

*TABLA base de datos*

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Variable | Máximo | Mínimo | Media | Desviación estándar | Factores |
| Edad | 90 | 4 | 44.8869258 | 16.2748932 |  |
| Género | - | - | - | - | Female: 138, Male: 428 |
| TBil | 75 | 0.4 | 3.3388693 | 6.2867278 |  |
| DBil | 19.7 | 0.1 | 1.5058304 | 2.841485 |  |
| Alkphos | 2110 | 63 | 292.5671378 | 245.936559 |  |
| Spgt | 2000 | 10 | 80.1431095 | 182.0448812 |  |
| Sgot | 4929 | 10 | 109.8922261 | 291.8418969 |  |
| TP | 9.6 | 2.7 | 6.4948763 | 1.0875117 |  |
| Albúmina | 5.5 | 0.9 | 3.145583 | 0.7957453 |  |
| Ratio | 2.8 | 0.3 | 0.9480035 | 0.3196354 |  |

*Comparaciones algoritmos finales*

|  |  |  |  |
| --- | --- | --- | --- |
| Algoritmo | SVM | RF | ANN |
| Precisión | 0.766 | 0.748 | 0.741 |
| Sensibilidad | 0.615 | 0.712 | 0.82 |
| Especificidad | 0.909 | 0.782 | 0.603 |
| Falsos negativos | 20 | 15 | 18 |
| Falsos positivos | 5 | 12 | 23 |

*Comparación de modelos con base de datos reducida*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Algoritmos | ANN | ANN | SVM |  |
| Base de datos | Completa | Incompleta | Completa | Incompleta |
| Precisión | 0.741 | 0.759 | 0.766 | 0.738 |
| Sensibilidad | 0.82 | 0.78 | 0.615 | 0.538 |
| Especificidad | 0.603 | 0.724 | 0.909 | 0.927 |
| Falsos negativos | 18 | 22 | 20 | 24 |
| Falsos positivos | 23 | 16 | 5 | 4 |